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Summary

At large research facilities and industrial complexes, there is a need for control system user
interfaces. However, modern facilities also require continuous upgrading, maintenance, and
development, which means that also the control systems need to be upgraded. In order to
simplify the construction of control systems and diagnostics, the DynaGUI (Dynamic Graphical
User Interface) package was created. The main idea of this package is to get rid of the middle-
hand coding needed between hardware and the user by supplying the user with a simple GUI
toolkit for generating diagnostics- and control-system GUIs in accordance with any user’s need.
Initially developed at MAX IV Laboratory (Tavares et al., 2014), the initial and main users for
this package are control rooms at large-scale research facilities, such as particle accelerators.
In order to further enhance the user-friendliness of this package, a simple system of configu-
ration files has been developed, enabling users to configure the applications using any plain
text-editor. The DynaGUI package consists of three applications:

• DynaGUI TF, a true/false (boolean) dynamic control system,

• DynaGUI Alarms, a dynamic diagnostics system for continuously monitoring of the values
for a set of attributes, and

• DynaGUI NV, a system for observing attributes’ numerical-, string-, vector- or waveform
values.

Each DynaGUI application’s layout is designed for simplicity. At the top of each application is
a combobox with the list of attributes defined. Below the combobox is a button called ‘Edit
DynaGUI,’ which opens a window for configuring the DynaGUI. Below the ‘Edit DynaGUI’
button is the dynamic field, in which a dynamic control panel is generated. Below the dynamic
control panel field is the DynaGUI status bar, showing the last action carried out, error
messages, or if an alarm is active (for DynaGUI Alarms). Below the status bar are the load
and save buttons for loading or saving DynaGUI configuration files. These also have a tool-tip
function showing the last loaded or saved file (in the current session). The simplest method
to launch DynaGUI is via its launcher (Launcher.py), in which the user can select a control
system and either directly define the path to the configuration file or browse to it. If the field
is left blank, DynaGUI will load with a predefined setup.
DynaGUI TF (True/False) is dynamical in the sense that the user can insert the name of any
device’s servers and attributes that, in current state, are True or False. The GUI then builds
itself up by creating buttons for each device server that will display the boolean of the device in
the combobox selected attribute. First, the application will try to connect to the device’s server
as entered, and then read in the attribute selected in the combobox and paint the button’s
background colour: green meaning True, red meaning False, fuchsia meaning attribute not
existing or not boolean, and maroon meaning that the device cannot be connected.
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The DynaGUI Alarms (Dynamic Alarms GUI) has been designed to monitor numerical values
and notify user(s) if a condition is not fulfilled. To edit the alarms GUI, the user has to press
Edit DynaGUI to open an edit-panel. In the left window of the edit-panel, the user has to
define the list of devices’ server domains and signals to monitor. In the right window of the
edit-panel, the user has to define descriptions of the different alarm signals as they should
appear in the DynaGUI Alarms control panel, as well as the sweep-time (how frequently
the system should check the values). The DynaGUI Alarms’ dynamic panel can be divided
into three columns for each device and attribute it monitors. The first column contains the
descriptions of the alarms, the second column contains the numerical values from the last
sweep, the fourth column contains the alarm limit, and the third column contains a combobox
with two gaps (larger than or smaller than) which points in the way it should between the
read value and the alarm limit. For gap criteria that are fulfilled, the background colour of
the alarm description is painted lime-green. If a gap criteria is not fulfilled, the computer’s
speakers will emit an alarm, and the display will show a message in the DynaGUI Alarms’
status bar. The alarm description’s background colour becomes red.
DynaGUI NV is the most advanced tool in the package. Each device has two columns. The
first column is a button with the server address of the device, whilst the value of the selected
attribute is shown in the second column, enabling users to inspect values in a simple and fast
manner. DynaGUI NV also allows for launching a controller for the device (using AtkPanel
for Tango Controls (Chaize et al., 1999)) or for initializing 1D plots or 2D colormaps of the
selected attribute for all devices for which the attribute is valid. Each device’s control panel
button becomes painted in lime-green if the attribute is valid, in fuchsia if the attribute is
not existing for the device and maroon if a connection to the device cannot be established.
The plot initialization automatically launches for all devices for which the attribute is valid.
The plotting tool has been elaborately described in the DynaGUI documentation. Features
in the 1D graph tool include plotting read values in real time, and setting up and plotting
equations (or functions) by using NumPy (van der Walt et al., 2011) of the read values as
well as combining the read values with one another. Examples are shown in Figure 1. The
1D graph tool supports both scalar and vector (or waveform) plotting in real time, and plot
data can be saved and loaded.
The package aims to enable users to construct dynamic GUIs for multiple purposes, and the
author is open to implementing new functions and control systems on demand. For testing
purposes, an artificial control system ‘Randomizer’ has been created displaying only random
values. In this DynaGUI version, the DynaGUI panels are constructed using PyQt (Riverbank
Computing Limited, 2016), with versions 4 and 5 supported. The author is working on fully
implementing the PyEPICS (PyEpics, 2014) package as well as a new Finance package built
on Pandas (McKinney, 2011) and Matplotlib (Hunter, 2007) in order to have more sources
to monitor live-stream data from and hence to demonstrate the openness that serves as the
core of the package.
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Figures

Figure 1: A dynamic control panel of DynaGUI NV has been configured (top-left), from which a 1D
realtime plot has been launched for 4 artificial devices for a made-up attribute (right). Using this
tool, two other lines have been set up as functions of two input data streams, with equations defined
in the bottom-left figure and then plotted.
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