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Summary
We present assembly-theory, an open-source, high-performance library for computing assembly
indices of covalently bonded molecular structures. This is a key complexity measure of
assembly theory, a recent theoretical framework quantifying evolutionary selection across
chemical, biological, and engineered systems. assembly-theory is designed for researchers
and practitioners alike, providing (i) extensible, high-performance Rust implementations of
assembly index calculation algorithms, (ii) comprehensive tests and benchmarks against which
current and future algorithmic improvements can be evaluated, and (iii) Python bindings to
support integration with existing computational pipelines.

Background
Assembly theory (AT) is a recently developed body of theoretical and empirical work char-
acterizing selection in diverse physical systems (Sharma et al., 2023; Walker et al., 2024).
In AT, objects are entities that are finite, distinguishable, decomposable, and persistent in
time. AT characterizes objects by their assembly index, the minimum number of recursive
subconstructions required to construct the object starting from a given set of building blocks
(Jirasek et al., 2024; Seet et al., 2025). To date, AT has most commonly been applied to
molecular chemistry, where bonds are the basic building blocks and the quantity of interest
is the molecular assembly index (MA); see Figure 1 for an example. MA can be measured
for covalently-bonded molecules using standard analytical techniques such as tandem mass
spectrometry as well as infrared and nuclear magnetic resonance spectroscopy (Jirasek et al.,
2024), enabling a novel approach to life detection (Marshall et al., 2021). It has also been
proposed in methods to generate novel therapeutic drugs, identify environmental pollutants,
and gain new insights into evolutionary history (Kahana et al., 2024; Liu et al., 2021).

Statement of Need
Computing MA efficiently remains a challenge. In general, exact MA calculation is NP-hard
(Kempes et al., 2025). Previous software to compute MA have been approximate, closed-
source, platform-dependent, or written in languages rarely used by the broader scientific
community. The original software to compute a split-branch approximation of MA (an
upper bound on the exact value) was written in C++ and depended on the MSVC compiler,
making it difficult to deploy to non-Windows machines (Marshall et al., 2021). Machine-
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learning methods only provide approximate MA values (Gebhard et al., 2022). The more
recent assembly_go computes MA exactly but is written in Go and implements a somewhat
naïve algorithm, yielding prohibitively slow performance even on mid-size molecules (Jirasek
et al., 2024). Finally, the latest assemblycpp-v5 C++ implementation achieves significant
performance milestones through an improved branch-and-bound approach, but lacks parallelism,
has significant readability and maintenance barriers, and until recently was not publicly available
for comparison or verification by the community (Seet et al., 2025).
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Candidate Path
(7 Steps)

Target Structure
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Figure 1: Assembly Pathways for Anthracene. Starting with bonds as building blocks (yellow), a joining
operation yields progressively larger structures by combining any two compatible structures that have
already been constructed (arrows). These intermediate structures must obey valence rules but otherwise
do not have to be physically accessible or chemically synthesizable. There may be many assembly
pathways from building blocks to a target structure—in this case, anthracene (green)—but the length of
any shortest such pathway (blue) is that structure’s assembly index.

With assembly-theory, we provide an open-source, fully documented, extensible, and high-
performance library for assembly index calculation. It moves beyond an implementation of a
single algorithm, instead acting as a framework and source of ground truth within which current
and future algorithmic approaches can be validated and compared. The main implementation
is written in Rust, which we chose for its cross-platform support, memory safety, performant
run time, convenient parallelism, and integrated testing and documentation (Perkel, 2020).
We also leverage modern Rust tooling to provide native Python bindings, enabling ease of use
for scientific practitioners and integration with existing Python cheminformatics libraries like
RDKit (RDKit, 2024) without sacrificing Rust’s underlying advantages.

Tests and Benchmarks
assembly-theory includes test and benchmark suites for software validation and performance
evaluation, respectively. Both use curated reference datasets representing different classes
of molecules, chosen for their structural diversity and approachable run times on commodity
hardware. These reference data are sampled from:

• GDB-13, a database of enumerated chemical structures containing carbon, hydrogen,
nitrogen, oxygen, sulfur, and chlorine that are constrained only by valence rules and
quantum mechanics (Blum & Reymond, 2009).

• GDB-17, an extension of GDB-13 that includes additional nuclei such as the halogens
flourine and iodine (Ruddigkeit et al., 2012).
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• KEGG COMPOUND, a database of small molecules, biopolymers, and other biologically
relevant substances (Kanehisa, 2019; Kanehisa et al., 2023; Kanehisa & Goto, 2000).

• COCONUT, a database of natural products (secondary metabolites) offering a rich source
of evolved chemical complexity (Chandrasekhar et al., 2025; Sorokina et al., 2021).

The assembly-theory test suite (run with cargo test) contains unit tests validating internal
functionality and integration tests verifying the calculation of correct assembly indices for all
molecules in our reference datasets. Each reference dataset contains an ma-index.csv file
with ground-truth assembly indices calculated using assemblycpp-v5 (Seet et al., 2025).

Our benchmark suite (run with cargo bench) evaluates the performance of each granular
phase of assembly index calculation over entire reference datasets. We leverage the criterion

Rust crate to automatically collect detailed timing statistics and create performance reports.

Performance Evaluation
Table 1 shows a comparison of MA calculation times across the three existing open-source
implementations on four curated reference datasets. Details of this benchmark and its reference
datasets can be found in paper/README. assembly_go is orders of magnitude slower than the
other two implementations, and the performance gap widens as molecule sizes increase (checks
and coconut_55). Between assemblycpp-v5 and assembly-theory, our assembly-theory

implementation performs 1.76–2.27x faster on average for all but the smallest molecules
(gdb13_1201), where assemblycpp-v5 achieves a mean speedup of 1.52x.

Table 1: Mean benchmark execution times for assembly_go (6ec034f), assemblycpp-v5 (f920903), and
assembly-theory (v0.6.0) across reference datasets. The benchmark times the MA calculation of all
molecules in a given dataset in sequence, excluding the time required to parse and load .mol files into
internal molecular graph representations. Each benchmark was run on a Linux machine with a 5.7 GHz
Ryzen 9 7950X CPU (16 cores) and 64 GB of memory. assembly_go and assembly-theory are parallel
implementations and used all 16 cores, while assemblycpp-v5 is serial and used only one. Means and
95% confidence intervals are reported over 20 samples per software–dataset pair, except those marked
with an ∗, which have prohibitively long run times and thus ran only once.

assembly_go assemblycpp-v5 assembly-theory

gdb13_1201 0.938 s ± 6.00% 0.107 s ± 0.19% 0.163 s ± 0.53%
gdb17_200 46.523 s ± 1.00% 0.318 s ± 0.24% 0.181 s ± 0.71%
checks 215.194 s ± 0.55% 0.053 s ± 0.88% 0.025 s ± 0.24%
coconut_55 1.34 h∗ 0.345 s ± 0.26% 0.152 s ± 0.45%

Algorithmically, the default MA search strategies of assemblycpp-v5 and our assembly-theory
are currently very similar. Our speedup on larger molecules is likely due primarily to parallelism,
which assemblycpp-v5 lacks. However, we emphasize that assembly-theory offers advantages
beyond performance, including native Python interoperability, detailed documentation, and a
modular architecture that enables the implementation and comparison of current and future
algorithmic approaches within the same framework without language-based confounding factors.

Availability and Governance
assembly-theory is available as a source code repository on GitHub, as a Rust crate on
crates.io, and as a Python package on PyPI. Following the standard practice for Rust projects,
assembly-theory is dual-licensed under the MIT and Apache-2.0 licenses. Contributing
guidelines and project governance are described in our README. Benchmarks and performance
evaluations supporting this manuscript are available on Zenodo (AgentElement et al., 2025).
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