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« Archive & Solvent accessible surface area (SASA) calculations are fundamental for understanding protein

structure, function, and dynamics in computational biology, providing insights into protein
folding, stability, and intermolecular interactions. The Shrake-Rupley algorithm has served as
the standard method since 1973, but existing implementations often become computational
bottlenecks when analyzing large protein datasets or molecular dynamics trajectories. As
structural biology databases continue to expand, exemplified by AlphaFold’s hundreds of millions
of predicted structures, the need for efficient SASA calculation tools has increased dramatically.
= @kliment-olechnovic RustSASA addresses this challenge through a high-performance implementation written in
Rust, leveraging efficient parallelization abstractions and SIMD instructions. Benchmarking
demonstrates a 5x speed improvement over FreeSASA for proteome-scale calculations and a
20x improvement for molecular dynamics trajectory analysis. Validation against FreeSASA
License yields Pearson correlation coefficients exceeding 0.99 on both the predicted E. coli proteome
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code is freely available at https://github.com/maxall41/RustSASA.
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Statement of need

As proteomics datasets continue to grow with initiatives like AlphaFold producing hundreds
of millions of predicted protein structures, existing SASA calculation tools have become
a significant bottleneck in structural biology workflows. Popular implementations such as
those in Biopython and FreeSASA, while accurate, become prohibitively slow when processing
large protein datasets or extended molecular dynamics trajectories. RustSASA addresses this
performance gap by leveraging efficient parallelization abstractions via Rayon, readily available
SIMD instructions via Pulp, and a highly optimized spatial grid. These optimizations enable
RustSASA's performance advantage over the simpler C implementation of the same algorithm
in FreeSASA. The resulting performance gains reduce computational costs for high-throughput
structural analyses and make previously intractable large-scale comparative studies feasible.

Results

Calculation Quality

To evaluate the accuracy of RustSASA calculations, we compared results to FreeSASA (Mit-
ternacht, 2016) on both the predicted E. coli proteome from AlphaFold DB (Jumper et al.,
2021; Varadi et al., 2021) and the FreeSASA evaluation dataset. RustSASA produces SASA
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values that closely match those from FreeSASA, achieving an RMSE of ~44 on both datasets
(Figure 1).
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Figure 1: A. Comparing RustSASA against FreeSASA on E. coli proteome at the chain level. B.
Comparing RustSASA against FreeSASA on FreeSASA comparison dataset at the chain level.

Performance

We evaluated the performance of FreeSASA, RustSASA, and Biopython (Cock et al., 2009)
across four evaluations. First, we performed multi-threaded SASA calculations for all proteins
in the E. coli proteome. Second, we evaluated the performance of these methods on a single
randomly selected protein (AOA385XJ53) from the AlphaFold E. coli proteome. Third, we
evaluated the single-threaded performance of RustSASA and FreeSASA on the E. coli proteome.
Biopython was excluded from this benchmark due to its poor performance hindering timely
evaluation. Fourth, we evaluated the performance of RustSASA against mdakit-sasa, which
uses FreeSASA internally, on a molecular dynamics trajectory, specifically trajectory 10824
(41AQ, 5HT receptor) from GPRCmd (Rodriguez-Espigares et al., 2020).

For the full proteome benchmarks (Figure 2A), we used Hyperfine (Peter, 2023) with 3 runs
and 3 warmup iterations. All methods utilized parallel processing across eight cores. GNU
parallel (Tange, 2011) was used to parallelize FreeSASA and Biopython, while RustSASA
utilized its internal parallelization. RustSASA processed the entire proteome in ~5 seconds
compared to ~28 seconds for FreeSASA and ~328 seconds for Biopython, representing 5x and
63x speed improvements, respectively.

For the single-protein benchmark (Figure 2B), we used Hyperfine with 3 warmup iterations
and 25 runs. RustSASA processed the protein in 4.0 ms (£0.5), FreeSASA processed the
protein in 4.0 ms (+0.2), and Biopython processed the protein in 250.8 ms (£2.0). On the
single-threaded benchmark (Figure 2C), RustSASA processed the proteome in 26.0 seconds
compared to 46.2 seconds for FreeSASA, representing a ~43% performance improvement,
demonstrating that RustSASA’s performance advantage is not solely due to multi-threading.

For the molecular dynamics trajectory benchmark (Figure 2D), we used Hyperfine with 3
runs. RustSASA processed the trajectory in 22.7 seconds (+1.4), where mdakit-sasa processed
the trajectory in 448.4 seconds (+1.3), representing a ~20x performance improvement. The
magnitude of the improvement can be attributed to the inefficiency with which mdakit-sasa
utilizes FreeSASA.
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Figure 2: A. Comparing the multi-threaded performance of RustSASA, FreeSASA, and Biopython on the
full AlphaFold E. coli proteome. B. Comparing the multi-threaded performance of RustSASA, FreeSASA,
and Biopython on AOA385XJ53, a protein randomly selected from the AlphaFold E. coli proteome. C.
Comparing the single-threaded performance of RustSASA and FreeSASA on the full AlphaFold E. coli
proteome. D. Comparing the performance of RustSASA and mdakit-sasa (based on FreeSASA) on a
molecular dynamics trajectory.

Methods

RustSASA computes solvent-accessible surface areas (SASA) using the Shrake-Rupley algorithm
(Shrake & Rupley, 1973). In this algorithm, each atom is represented as a sphere with a radius
equal to its atomic van der Waals radius plus the radius of a spherical solvent probe; the
sphere surface is sampled with a dense quasi-uniform distribution of test points and a point
is considered solvent-accessible if it is not occluded by any neighboring atom sphere. For all
calculations reported here, a solvent probe radius of 1.4 A (the approximate radius of a water
molecule) was used.

Atomic radii were assigned following the ProtOr parameter set introduced by Tsai et al. (Tsai et
al., 1999). These radii were applied to all non-hydrogen heavy atoms present in the structures;
hydrogen atoms, when present in input files, were ignored for the SASA computations to
maintain consistency with common practice for protein SASA estimation. Additionally, all
HETATM records in the input—non-standard amino acids and ligands—were ignored.

To ensure a fair comparison of RustSASA and FreeSASA in the single-threaded benchmark, a
C++ script was utilized to call the FreeSASA C API for all input proteins in a given folder.
This approach ensures that the command-line overhead is not responsible for RustSASA’s
performance advantage. Furthermore, in all experiments, FreeSASA was configured to use the
Shrake-Rupley algorithm over its default algorithm, Lee & Richards, to ensure an accurate
comparison between the methods. Proteome-scale structure models for Escherichia coli
were obtained from the AlphaFold DB (entry UP000000625_83333_ECOLI_v6, available
at https://alphafold.ebi.ac.uk/download). All experiments were conducted on a 2024 Apple
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MacBook Air with an M3 processor and 24GB of unified memory.
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